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Einstein’s Theory of Relativity is considered to be one of the utmost works of modern genius. Relative searching, 
while not quite as awe inspiring, seems to be almost as difficult to grasp for the fledgling ROM hacker. With this 
article, I intend to expound upon the theory of relative searching and explain the basis of how it works. 

This document is not intended to explain the technical details of relative searching. Each hex editor (as well as the 
relative search utilities that preceded the feature’s common implementation in editors) works differently, so you will 
need to  refer to your application’s documentation for instructions.  What I will explain is the underlying technique 
that a relative search utility uses, that is, what the tool does, not how to make it do so.
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First Things First

Before you can understand relative searching, you must first understand the basics of how fonts are stored in console 
games. In a document, such as this tutorial, there is a clear distinction between text and graphics. You can cut & 
paste the text into a basic text editor and modify it as you wish, but the images would have to be accessed with an 
image editor in order to manipulate them. With ROMs, there is no distinction between text and graphics. They are 
the exact same thing. This is why you can't simply open a ROM in a word processor and edit the text. The only 
reason we refer to the tiles that contain letters, numbers and punctuation as a font is for the sake of convenience.

Image #1

Image #1 is a typical 8x8 font as viewed in a tile editor. The red lines indicate the border of each tile. It is important 
that you understand this tile concept. When a game displays text on the screen, all it is doing is displaying these 
graphic tiles. To the console, the word MARIO is no different from a picture of Mario. One of the biggest 
roadblocks a novice hacker encounters when learning to relative search is that they are dealing with pictures, not 
words. If you can grasp this concept of tiles, it will be easier to understand the underlying theory of relative 
searching.
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Basic English

To understand what relative searching is and how it works, we need to look at the first word of the term: relative. 
More importantly, we need to examine its root word: relate. What many people fail to understand is that a relative 
search does not care about the entities, it only cares about how they relate. It is the relationship between two or more 
items that a relative search program seeks out, not the items themselves. A relative search utility has no idea what 
the letters C, A or T mean, but it does know that (in standard alphabetical order) the value of the letter A is 2 less 
than the value of the letter C and that the value of the letter T is 19 more than that of A.

Chart #1:
 A  B  C  D  E  F  G  H  I  J  K  L  M  N  O  P  Q  R  S  T  U  V  W  X  Y  Z
01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26

Examine the chart above and you can verify that the relationships listed previously are, in fact, correct. 1 is certainly 
2 less than 3, 20 is 19 more than 1. Don’t get hung up on assigning the values to the letters, however. As  I said 
before, what is important is not the values of the individual characters, but the relationship between them: the 
relative values. In this case, the relative value of the word CAT is -2,+19.

As has been stressed repeatedly, what is important is not the individual values of the characters, but the relationship 
between those values. Consider the (somewhat imaginary) word GEX. The letter E is 2 spaces to the left of the letter 
G and the letter X is 19 spaces to the right of E. This makes the relative value of the word GEX -2,+19, identical to 
the relative value of CAT.

Exercise #1: Find the relative value of the word PIE using Chart #1. (  Solution     )  

Chart #2:
 A  B  C  D  E  F  G  H  I  J  K  L  M  N  O  P  Q  R  S  T  U  V  W  X  Y  Z
27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52

Let us arbitrarily assign A the value of 27. With these values, A(27) is still 2 less than C(29) and T(46) is still 19 
more than A. The relative value of the word CAT (-2, +19) remains unchanged.

Exercise #2: Find the relative value of the word ROCKET using Chart #2.(    )  

Now, for the sake of example, let’s try mixing things up a bit.

Chart #3:
 C  A  G  K  E  I  O  M  S  Q  W  U  B  Y  F  D  J  H  N  L  R  P  V  T  Z  X
64 65 66 67 68 69 70 71 72 73 74 75 76 77 78 79 80 81 82 83 84 85 86 87 88 89

It is unlikely that you will ever encounter a font scrambled quite like this, but you will often encounter fonts that do 
not have the characters in a standard order (for instance, ordered top to bottom instead of left to right), so this 
exercise will show you what to do regardless of what order the font may be in.

Sticking to our primary example, in this case A(65) is 1 more than C(64) and T(87) is 22 more than A, making the 
relative value of CAT +1,+22. What order the characters are in makes no difference, all a relative search cares about 
is the distance between the characters.

Exercise #3:  Find the relative value of the word CALIFORNIA using Chart #3.(    )  

So now let’s take a moment to discuss what a relative searcher does with these relative values, using our original 
example of CAT having a relative value of -2,+19.

It is actually quite simple. The relative search utility examines each byte of a ROM in turn and checks to see if the 
value of the following byte is 2 less than the value of the byte it is examining. If not, it moves on to the next byte. If 
that second value is 2 less than the first, however, it then checks to see if the third byte’s value is 19 more than the 
second. If so, it marks that location down as a match and continues searching. If not, it simply moves on to the next 
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byte, continuing until it has reached the final byte of the ROM. It then outputs any matches it may have found so 
that you can do with them as you please. Using the -2,+19 example, any of the following 3byte values would 
produce a match: 2A283B, 030113, E7E5FA.

So how would you determine which of these values actually corresponds to the word CAT? You change the first 
value of the first match, save your changes in the hex editor, then open the ROM in an emulator and see if it changes 
the word CAT in the game. If not, undo your change, then go to the next match and try again. Barring compression, 
strange text encoding or a mistake in your calculation of the relative values, you will eventually find the location of 
the word. With this accomplished, you can build your table file and advance your project.

So far, we have dealt exclusively with capital letters. What happens if the font also includes lowercase letters? 
Absolutely nothing, you just deal with more values.

Chart #4:
 A  B  C  D  E  F  G  H  I  J  K  L  M  N  O  P  Q  R  S  T  U  V  W  X  Y  Z
01 02 03 04 05 06 07 08 09 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26
 a  b  c  d  e  f  g  h  I  j  k  l  m  n  o  p  q  r  s  t  u  v  w  x  y  z
27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52

The above chart expands Chart #1 to include lowercase letters. Using the same technique previously explained, the 
word CAT (uppercase) still has a relative value of -2,+19. The word cat (lowercase) also has a relative value of 
-2,+19. How can this be? Remember, relative values don’t care what a character is, it only cares where it is in 
relation to the character before it. An uppercase A is two characters to the left of an uppercase C and a lowercase a is 
two characters to the left of a lowercase c, so the relative value of CA and ca is identical. Now when you deal with a 
mixed case word, you will find the difference between uppercase and lowercase letters to be quite large but the 
technique is otherwise unchanged. The word Cat (mixed case) has a relative value of +24,+19. 

Exercise #4: Using Chart #4, find the relative values of the following words: a. SOUP
                                                                                                                        b. soup
                                                                                                                          c. Soup(    )  

Now that you have mastered determining relative values using the charts above, let’s try doing the same with an 
actual game font. The following picture (Image #2) is a screen shot of the font from the NES game The Jetsons - 
Cogswell’s Caper! Why this game? Because I thought it only polite to use some mediocre game that would be 
unlikely to ever play a role in ROM hacking. What game it is is not important, however, as we will only be utilizing 
it for a series of mental exercises.

Image #2

As you can see, there are a few non-alphabetic characters between the capital Z and the lowercase a. This does not 
change how you determine relative values, it simply means the relative value between a capital letter and a 
lowercase letter will be slightly larger. In the font above, the relative value of CAT (and cat) is still -2,+19 but the 
relative value of the mixed case Cat is +30,+19.
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Remember, how the characters are positioned in the graphic is unimportant, all that matters is their position relative 
to one another. Regardless of whether you choose to think of the ! as 1 and the capital A as 33 or ignore the 
preceding punctuation and designate the capital A as 1, the lowercase ‘a’ is still 30 characters right of the capital C 
and the lowercase ‘t’ is 19 characters right of the lowercase ‘a’, so the relative value remains +30,+19. (Note: While 
it does not matter with which character you begin your mental numbering process, it is important that you increment 
your numbers from left to right and top to bottom, increasing the value by 1 each time and skipping none of the tiles 
between your starting and ending points. If you designate A as 1, then B is 2 and so on down to z being 58. When 
you reach the end of a line, continue on with the first character of the next line.)

You relative search for terms that include numbers or punctuation in the exact same manner as words. Once again, a 
relative search doesn’t care what it’s searching for, it only cares where the tiles are in relation to one another. You 
can even relative search for non-font graphics, which is a technique that occasionally comes in handy when hacking 
a title screen or when you need to re-arrange a graphic that utilizes Japanese words with repeated tiles.

Exercise #5: Using Image #2, calculate the relative value of the following words: a. cow
b. Taco
c. Aztec
d. InVerse
e. 12Dozen(    )  

Most relative search utilities will allow you to use wildcards in your search. This is particularly useful when you 
can’t make out what a particular character is, or you believe that a control code might appear within the text for 
which you are searching. In such a case, you would use an asterisk (*) in place of the unknown entity. For instance, 
say that you know the word bolögna appears somewhere in the game, yet you don’t see the ö symbol anywhere in 
the font. You would replace the ö with an * and the relative value of the g after it would be it’s difference from the l 
that precedes it. In other words, utilizing a wildcard will cause the relative searcher to completely ignore the value of 
that particular byte. The relative value of bolögna, using the font in Image #2, would be +13,-3,*,-5,+7,-13.

Exercise #6: Using Image #2, calculate the relative value of Frøgger.(    )  

If you have used relative searching in the past, you may wonder why this knowledge is important. After all, most 
hex editors require you to input the actual word you are searching for, not it’s relative value. This is all well and 
good when you are searching for an English word in a game that has a standard order font, but what if the font is out 
of order, you are translating a Japanese game or you need to rearrange a title screen? In a case like this, you won’t be 
able to use the relative search feature that is incorporated in most hex editors. You’ll need a tool that allows you to 
manually input the relative values yourself. As of the writing of this article, Translhextion is the only hex editor that 
offers this feature. Monkey Moore  is an excellent standalone utility. WindHex does include a kana search feature, 
but this will only work with games that store their fonts in the same order as the font in WindHex.

Turning Japanese

Relative searching is extremely useful for locating Japanese text in a ROM. With over 90 characters in the kana 
character set, another 50+ modified characters and thousands of kanji, few games actually store their fonts in any 
standard order. When seeking to translate a Japanese ROM, relative searching is an absolute necessity for table 
building. As I have stressed repeatedly, the technique remains the same. The only difference is that it will take longer 
to find the characters in question if you are unfamiliar with the Japanese language.

Image #3 is a screen shot of the font from Chibi Maruko-Chan - Uki Uki Shopping, which translates (very) roughly 
into Little Maruko - Exciting Shopping. As far as I can tell, this is a 1-4 player board game starring Japanese school 
children who go on a shopping trip. I chose it because it was the first game I randomly came across that had a fairly 
clear font. Incidentally, the font is in a very strange order which makes it a challenge even if you are familiar with 
Japanese.
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Image #3

Using the font order depicted in Image #3, the relative value of  こねこ (koneko, the Japanese word for kitten) is 
+18,-18. (The characters used are in column 14, row 3 and column 16, row 4.)

Exercise #7: Using Image #3, find the relative value of the following words. I understand that it will be hard for 
those unfamiliar with Japanese to locate some of the kana, so the position of these characters will be listed after the 
exercise, but I suggest attempting to find them yourself first, as you won’t have such a guide to help you when 
hacking a ROM on your own. (After awhile, however, you will became familiar with the basic kana and their 
pronunciation, even if you don’t know what the words they form mean.) After each Japanese word is the 
pronunciation and the English meaning of the word.

a.メタル (metaru / metal)
b.  かたな (katana / sword)
c.   ほんのう (hon’no / instinct)
d. たのしむ (tanoshimu / enjoy)
e. サマータイム (sama-taimu / daylight savings time) [Use a wildcard (*) for ー as it is not in the image.]

a. c4r6, c3r5, c2r1
b. c7r1, c1r2, c6r2
c. c15r2, c3r2, c10r2, c4r1
d. c1r2, c10r2, c13r1, c2r3
e. c14r4, c1r6, *, c3r5, c5r4, c3r6(    )  

Relative searching for Japanese words may seem more difficult at first but that is simply because you are unfamiliar 
with the language. As you gain experience hacking Japanese ROMs, you will find it is just as easy to relative search 
in Japanese as it is English.

Graphically Inclined

As previously mentioned, it is also possible to locate some graphics using a relative search. The most common 
reason for doing so is if a game makes use of a graphic that includes text and that text repeats certain tiles rather than 
wasting space with multiple instances of the same graphic. This is good programming technique but increases 
headaches for innocent ROM hackers.

As a theoretical example, let's say you are hacking a game that contains the word こねこ (koneko) in large 
cartoonish letters, rather than the font used for regular text. Furthermore, rather than having こ taking up twice as 
much space in the ROM with two occurrences, the programmer repeated the first instance. This means that if you 
change the graphic, it will affect both occurrences. In order to hack the graphic to say KITTEN, you will have to 
determine where the graphic is called in the ROM and change the values of the second   こ to unused tiles. You can't 
simply relative search for  こねこ because, while readable text, the word  does not utilize a standard font and text 
routines. What you must do is locate the graphic in a graphics editor such as you initally do with a font and 
determine the relative value of the graphic.
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Let's say that each letter in the graphic is two tiles wide by two tiles tall and are separated by a space. What you will 
relative search for is the top line of the graphic, as there is no way of knowing what, if any, values may appear 
between each line. The relative value of the top line of the graphic should be +1,+1,+1,+1,-2,-2,+1. This is because 
the second tile of the graphic would be one space to the right of the first, followed by the aforementioned space, then 
the top two tiles of the second character, then jumping back two values to repeat the space, jumping back another 
two spaces to repeat the first tile of the first character, then also repeating the second tile of the first character. Doing 
a relative search for these values should allow you to locate the graphic and change the tiles of the second こ to 
unused tiles containing your new graphics.

Now for a more concrete example:

Image #4

This is a section of a hacked title screen for the game Family Pinball for the Famicom. It was hacked using the 
technique described in my tutorial Title Screen Hacking Made Easy. Take a look at the very bottom row in the 
middle and you'll see that the number 88 is repeated. This means that a single tile is reused. Whatever I draw in 
place of that tile will also be repeated, unless I locate the title screen layout in a hex editor and modify it.

Fortunately, since the numbers appear in numeric order, it is extremely easy to determine the relative value. Let's 
take the first five characters of the first long line (1,11,12,25,26). The relative value of this section would be 
+10,+1,+13,+1. Searching using this criteria produced only one result, which was the line I was looking for. I now 
know where the title screen layout is stored in the ROM and I can edit it as necessary.

Conclusion

Relative searching is one of the most important techniques in basic ROM hacking. It eliminates a large amount of 
the trial and error you would otherwise have to go through to discover the location of text in a ROM, greatly 
streamlining the process of creating a table file.

You should now have a strong grasp of how relative searching works. If you were having trouble successfully 
executing a relative search previously, you should now be able to find that elusive data. If you are already an 
experienced  ROM hacker, hopefully you were able to glean a few new tidbits of knowledge. In either case, I hope 
you found this article concise and informative. If not, a full refund will be issued.
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Solutions to Exercises

Exercise #1: -7,-4 (     Return to Exercise  )

Exercise #2: -3,-12,+8,-6,+15 ()
Exercise #3: +1,+18,-14,+9,-8,+14,-2,-13,-4()
Exercise #4:()

a. -4,+6,-5
b. -4,+6,-5
c. +22,+6,-5

Exercise #5:()
a. +12,+8
b. +13,+2,+12
c. +57,-6,-14,-2
d. +37,-24,+15,+13,+1,-14
e. +1,+18,+43,+11,-21,+9

Exercise #6: +44,*,-11,0,-2,+10()
Exercise #7:()

a. -17,-65
b. +10,+5
c. -12,+7,-22
d. +9,-13,+21
e. +19,*, -14,-14,+30
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Super Secret Super Fun Time Exercise

Now let's try an exercise that will truly test your understanding of relative searching. Let's do a manual relative 
search! You'll never need to do this when hacking a ROM unless you're trapped on a deserted island with no Internet 
access but somehow come up with a ROM, tile viewer and hex editor, but if you can successfully complete this 
exercise, you should have no problem relative searching by traditional automated means.

Here we have the font of a classic NES game:

Image #5

And here we have a cross section of this game loaded in a hex editor with no table file.

Image #6

Exercise #3.14159265: Using the font in Image #5, calculate the relative value of the word PRINCESS. Now find 
the location of the word PRINCESS in the hex code displayed in Image #6. (Note: There will be only one result in 
this exercise, so when you find it, you can quit searching through the rest of the hex.)

If you are unfamiliar with how to do hexadecimal arithmetic, you are allowed to cheat and use a calculator. 
Windows Calculator can do this by selecting Scientific from the View menu and then selecting Hex. In MacOS, 
select Programmer from the View menu and then click Hex from the input mode selector. For *nix you can use 
SpeedCrunch for KDE (press F8 for Hex mode) or gcalctool for Gnome (Ctrl-S for scientific mode.)
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Solution #3.14159265: The relative value of PRINCESS is  +2,-9,+5,-
11,+2,+14,+0.

The word PRINCESS begins at 0xD87, as shown in Image #8.

Image #8

If you successfully completed this exercise without developing a migraine headache, you may just be destined to 
become the next great ROM hacker.

...the Akahana Consortium welcomes you...
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